CRYPTOGRAPHY AND NETWORK SECURITY

LAB PROGRAMS

## Write a C program for Caesar cipher involves replacing each lefier of the alphabet with the letter standing k places further down the alphabet, for k in the range 1 through 25.

###### PROGRAM:

sinclude <stdio.h> sinclude <string.h»

void caesarEncrypt(char text[], int key) (

int lengh = strien(text);

for (int i = 0; i < length; i++) ( if(text[i] >= 'A' &@ tEXt[l] <= 'Z') (

text|i] = (text[i] - 'A' + key) 96 26 + 'A';

else if(text[i] >= 'a' && text[i] <='z') (

text|i] = (text[i] - 'a' + ley) 46 26 + 'a':

int main(j (

char message[100]:

int key;

printf("Enter a message: “);

fgets(message, sizeof(message), stdin);

printf("Enter the key (0-25):”);

scanf(“8d“, &Iey);

## @t. Scanned with OKEN Scanner

if(key < 0 || key > 2S)

printf("Invalid key! Please enter a key between 0 and 25.\n");
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size t length = strIen(message);
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caesarEncrypt(message, key); prinh(°Encrypted message: 46s\n", message); return 0;

OUTPUT:

Enter a message: cryptography Enter thR key (0-25): 4 Encrypted message: gvctxskvetlc

#### Write a C program for monoalphabet1c subst1tut1on ciphRr maps a plalntext

alphabet to a ciphertext alphabet, so that each IeRer of the plaintE:xt alphabet maps to a single unique leber of the ciphertext alphabet.

PROGRAM:

#include <stdio.h> #incIude <strfng.h> #include cctype.h>

void monoalphabeticSubstitution(char \*plaintext, char ”ciphertext, char “key} (

int i;

int len = strlen(plaintext);
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if(isalpha(plaintext[i])) {

char currentChar = tolower(pIaintext[i]);

#### Scanned with OKEN Scanner

int index = currentChar • 'a’;

ciphertext[i] = isupper(plaintext[i]) ? toupper(key[index]): key[index];

) else (

ciphertext|i] = plaintextjlj;

ciphertext|i] = ’\O';

int main()

char plaintext[I0o]; char ciphertext|10O];

char key[] = “QWERTYUIOPASDFGHJKLZXCVBNM";

printf("Enter the plaintext: "); fgets(plaintext, siZeof(plaintext), Stdin); plaintext[strcspn(plaintext, '/n")] = '\0';

monoaIphabeñcSubsñtvtJon(pIaIrtext, ciphe<ext, key);

printf("Ciphertex: 4ts\n", cipheyext);

return 0:

OUTPUT:

Enter the plaintext: hello Ciphertext: ITSSG

## Write a C program for Playfair algorithm is based on the use of a 5 X 5 matrix of letters constructed using a keyword. Plaintext is encrypted two IeRers at a time using this matrix.

PROGRAM:

## Scanned with OKEN Scanner

#include <stdio,h> #incIude <string.h> #include <ctype.h>

#define SIZE 5

void prepareKey(char key[], char matrix[SIZ6][SIZE]| (

int i, j, k ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAAVCAIAAAAigOL8AAAACXBIWXMAACHVAAAh1QEEnLSdAAAB/klEQVQ4ja1US07jQBCtn53YhF0iRbBgCXfgBByE03EGlENkicQyCwsWUex2pz/2LJ7UmmE0CI3Si1ap7Hr93qvq5ufnZyJyzr2+vsYYPz8/iaiqqqurKyLy3nvv6d/r8fGxrmv55o+fL4sxElFKKaWUc0Z2nmfE8zx/Xz9N0zRNdjgciGgcx4+Pj/ItpXQ6nX7CwjkXY7yQotvbWyI6n8/39/fMzMxEJCIifxygqsycc56miYhyzhB7d3enqvzy8gIJXdcx83K5JCIza5oG9cBdLpeLxaLv+xACER2PRxi3Wq2+Hvj/im5ubohomqbr62sRWSwWRFRVFUiBCDJm1vc9eno6ncClbVtmZowZWsvMQDGztm3/PnMYBqA452CQmTGz9X0PFO89M9d1DS9LHvUIxnFMKRGR9x4o4GLDMEBR3/fMbGYQUlUVilGP3XsPISEEZFJKl3N3t9sRUYzx/f29zIuqQtoXLimlQgqKNpuNiNjb2xsRnc/n/X5fsFUVNhdfUIMdBiHebreqeiFFzjkw7Lou5zyO4++KmBneqaqIlBsQQig9UlUr9yKEkFICqIigoyKiqkBR1eJL6VGMcZ7nCyl6enoC5MPDQ84Z76OZwV1VxeBUVaWqMUbMyzAMCNbrtYgY7ouqtm2bcy78S76gmFkIobyBsKJpGhH5BeRjYId/6riIAAAAAElFTkSuQmCC) 0;

int isPresent[26] = (0};

for (i ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAYBAMAAABpfeIHAAAAMFBMVEUAAAAREREpKSlSUlJdXV1paWl3d3eIiIiampqlpaWwsLC7u7vOzs7m5uby8vL///8vqBgpAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAIFJREFUGJVj+P/37pkzZ4EYBM7//8+AIXDmeLmLsYmLMQibRq0iRmDVYmNBBkZBBhBmUi+/iykA0hIKBWHZu/8TIfAfCN69vfsfBogTePcfCWAK3L1zZveq1bshvj179y4RAjMnGwtCAQOTWhoxAndvziwHgo7OmTPLK3rO/CcsAADQ8uaM1FRMAwAAAABJRU5ErkJggg==) 0; i < SIZE; i++) ( for (j ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAASCAIAAADKe1n0AAAACXBIWXMAACHVAAAh1QEEnLSdAAAB90lEQVQ4jbVUzc4pMRh++rY143chJEKCLZcgsXSNLsgtsLFjJZEgJpkyOp2zeHw9cs7W1xXt+/Z9/jpqvV4D8N4fj8cQwvP5BFBVVQgBH8t7H0LQWmutAZRlWVUVgE6nY4yZTCbWWgCCry6TZRmA1+t1u92qqoroOByAUooF3ntr7T/oAGitnXPeewBqtVoBKIpiu91+cmSb1pos7vd7lmXtdrter7Oele12W2u9XC7TNAVger0eh49GI+IiIhEBICLGGADdbvfxeCRJwtsjunq9LiL9fj9JEgBmsVjweDabsf8TXSRrrbXWOuderxcAYwwL+Hc+n9dqtV+wYjqdkuNwOFRKkVpcUTuttYh47yk5c0PsSqnxeEyw6nA4sDNNU6UUFQ0hlGUJIEmSZrP5P4rr9coMpGkqIq1W6631l8lSS6WUc05ESCGEUBQFAOdcnuexWkSI4n6/s0BrbYxxztExE4MWQuAWgLIsyYVj/g7/MTTPc4pYlqWIFEXB3m+T3Ww2hHa5XJRSjE98QNZa5vPzqVEE/mi1WlrrwWBA1OZ8PgPw3p9Op3gdfvJcq9UajQZ3SJxaO+doPZ3lYABmv99z7G63I0x2vnOkFHExd4/Hgw7E/WazKSLOufcj43FRFHmeV1XFmfG6uPili+iixTyib/i6FX8AeZgsctL0aGwAAAAASUVORK5CYII=) 0; j < SIZE; j++) (

if (k < strIen(key)) (

if (IisPresent[key[k] - 'A’]) ( matrix[i]|j) = key|k]; isPresent[key[k] - 'A'] = 1; k++;

) else (

) else (

break;

for (i = 0; i < SIZE; i++) j

for (j = 0; j < SIZE: j++) (
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*lor* (k = 0; k « 26; k••) (

if (IisPresent|k]) (

## Scanned with OKEN Scanner

matrix[i]ÿ] ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAASCAIAAADKe1n0AAAACXBIWXMAACHVAAAh1QEEnLSdAAAB3UlEQVQ4ja1Uu67qMBAcP/LgUZA0lCBEh6go+Gq+gI6C4nxCepqgQIQUEtmOfYtBUc7proSrtbO7ntkZR5zPZwDW2qIonHN1XQMAIKUE0Pe9955BCEEppZRiPs8BCCHW63UURQAkvrp00zQAjDFVVTnnns/nGJ33vu97ACEE771SiufOOaLTWgNomoaBvl6v3J9OJ2ttVVX/BSfLMq318XhM0xSAns1mxJLnubU2hMA8IcSfYByHEJi5WCyUUlmWJUkCQG82GwBd1x0OhwGdEIIjHwLGUkpujTEkO51OlVL7/Z7tvi3FarUCYK1t29Y593q9yJ2jlVJy9mQnhCBfYwwliqJICLHdbmkU8Xg8APR9X9e1994Ywy4ET4IAnHO0HlF0XUey1loAy+Xyc/2XyfISEhmoSSlJaiyl935ImM/nPHfOAUiShOea+EMIUkoWjEf2p+MgdBzHDNguiqJP4ZfJXi4XAMaYn58fCvLrs9ZxHA8YkyT5PPXf2He7HdP0/X4H0LZtURTWWgrtvedMoyiaTCasV0qlacqyQWJOOc/zz6soyxJA13VlWRpjbrfbOFtrTTg0ytiGTEjTlK76tKMbme2co++G5b1npbXWOTfYeGjH38z7/SabL0vxD4CuLN6BLc00AAAAAElFTkSuQmCC) k + ’A", isPresent[k] ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAYBAMAAABpfeIHAAAAMFBMVEUQEBAhISEyMjJAQEBPT09xcXF5eXmJiYmdnZ2srKy+vr7Nzc3a2tri4uLv7+////8UWE3VAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAHlJREFUGJVj+P9rVXkoEKQBQXpFx10GwgJ3r6UJMkABo7DxbmIErpe7GJu4QIBr6F1Mgf+/d68Cgd27gMTq3f+JEfj3DgT+A8G7d+//EyXwa1UHHHTOfEeEwJmjoQxwwKS0ClPg3evdHeVQUNG16h0RAiAH/UcCGAIAIAHgA2XxItAAAAAASUVORK5CYII=) 1; break;

void findPosition(char matrix|5IZE]|5IZE], char ch, int 'row, int ”col) (

if(ch ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEAAAAAbBAMAAAA+DpTZAAAAMFBMVEUAAAAbGxsnJyc+Pj5RUVFgYGBtbW1/f3+QkJCampqvr6/Dw8PT09Ph4eHv7+////8eLgV/AAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAN9JREFUKJGtkTEKAjEQReMNjHoAsbCXgBfQC1jsFbYXi3gDgzfwBEK8gesJJNY2DvYi2V7U8UdlWW1cMA+SYYZX/S/Yn10J5rv/2MVPgfRESdAJdFPii1W9cGiEg3IRBJeMpHgjm8rRXsu6KC5ZBIHd1tpVBtZhMl9dVoJjCIiO7zl/czu+ZgWBDoh8R4Fsgy5uFDoI67usvwWPLgr6qfMnOxwUh4QiCKTHUtSQPp5sDR3q7rRRAgpB56qCwHaptZ4afNrMLSFqM9NPjDELH0NAMt7noZLnAK81ZwzP/wsP13AC6YXeDp4AAAAASUVORK5CYII=) 'J') // Treat 'J' as’I'

ch = ’Iï

for (”row= 0; row < SIZE; (’row)++) ( for (’col ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAASCAIAAAA/hdJEAAAACXBIWXMAACHVAAAh1QEEnLSdAAABmElEQVQ4ja1UPa7yMBCcXdtJCEgUNEggwQUooeUGXJJzcACOgGioKGiJ84eTfMW8Z6EnfcXTYwprvdnszoydyH6/B1DX9fl8xjestaPRKG5FRFUBeO9frxfesNvtnHOKT8AaYwAYY5xzAIZhIBfmuVVVEWEZM1xJE4CdzWYAmqZZrVZ933dd9/74R3We533fA4hlSZJYaz+kaLPZAAghTKfTYRg4KrIQEVpLd0MIzLdty2C5XKqq3O93AH3fl2UZmUdp1lrnnHMuSZL3LkVRxAIRsXmeczLdjXaQlKqab7B7dJddsiwTEYn+/Qree44Zj8dfav8OezweAXRd93g8KIFqaQQFcmUZKVRVxWA+n6uqPZ1OANq2vV6vfB+Ac24ymfBNXjk2apqGdtR1TSvW67Ux5kOKbrcbuVwul0ieRxOLkiThCVZVFUIAEK8V6VvvPak+n8//jUrTNE1TAGVZsktEURSf+6YPhwOAEMJ2u43Z+ENhYIzhtm1baonBYrFQ1a+7G0KIh0LQFxFhix9dmqbhGWVZZoz5B/6B6GKD2g3RAAAAAElFTkSuQmCC) 0; ”col < SIZE; (’col)++) (

if (matrix['row][\*col] == ch) (

return;

void encryptPaIr(rhar matrix[SIZE}[SIZE], char ch1, char ch2, char encryptedPair{2]) (
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ÈndPosiùon(matrix, ch1, &row1, &col1I:

findPosition(matrix, ch2, &row2, &col2);

![](data:image/jpeg;base64,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)Scanned with OKEN Scanner

if(row1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD8AAAAYBAMAAAC/2DhiAAAAMFBMVEUAAAAWFhYvLy9CQkJPT09hYWF2dnaKioqcnJynp6e5ubnMzMzY2Njh4eHr6+v////asbRpAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAANxJREFUKJFj+H/m5MyOmbNWrVo5c+aqtff///9zZiaUO3PWmjMfGChXcLe8SIlBEAJcPOe9O3MsTYmBEcIXtui4QAUFZ9KSlMA8IUVBJY0+kAJBmAIh9XIiFPx/9/buu/8g8O/du/dgxn8o/e7t/f8fqKEAKPEfN6CGgrsdLS5KIKBspOTitf7/3evlxkpQoBoBCkmKFZxJSxRkgAJQSO7eGgrjMjCppR0grODdzGlpMFBevf//3Zsz4fy0rFUPqKDg/7s3Z87chQJgkvz/F8K89+7d3Tvn3n0gqAAAZnTCF6qpGOQAAAAASUVORK5CYII=) row2) (

encryptedPair[0] = matrix|row1][(coil + 1) B SIZE];

encryptedPaIr[1] = matrlx|row2][(col2 + 1) % SIZE];

) else if (coil coI2) {

encryptedPair|0] = matrix|(row1 + 1) 96 SIZE][coll];

encryptedPair[1] = matrix|(row2 + 1) 46 SIZE][coI2];

) else (

encryptedPair|o] = matrix|row1][col2];

encryptedPair|1] = matrix|row2][colt];

void encryptPlayfair(char matrix[SIZE](SIZE], char text[], char encryptedText[]) (

int i,Iength = strlen(text);

for ( i ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAXBAMAAACYK1DSAAAAMFBMVEUAAAARERE6OjppaWlycnKDg4OQkJCcnJynp6e0tLTFxcXR0dHc3Nzk5OTt7e3///93H1uvAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAHVJREFUGJVj+P/v7V0QePfu3d279979Z8AQOHO82BgGQiNn3iVCYPdmQ0EGRkFBBgYGQSW1tDNECNy90QzUbeICMiMta9U7TIH/aIAYgT+nVu3ec3o3EKzavfcuMQJgh0EBwqV4BVYtJiTw//+/dzAAdSmqAABtbsnlHRvfdQAAAABJRU5ErkJggg==) 0; i < length; i ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADoAAAAgBAMAAACx2HbmAAAAMFBMVEUAAAAYGBgnJyc5OTlFRUVmZmZzc3OBgYGVlZWoqKixsbG6urrLy8vf39/r6+v////HQBK3AAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAN9JREFUKJFj+A8G/97/xwYYiJA9c7yi4+59WsiuWiji8g5i9TsguHvvPYi+S5zsAiYlsMn/3nW0hoampaWGgtAZimTfnQGC8gJGwVVrzpx59/ZuWqIAg6CQoiADA4PxTIpkz5SXhrgoKTAKhgLtW7X27qplqaGhYSCcVn6GgOyq0GAjJUEBBgYXZ2OXjr53SNH17j9FsndXrejoCA1gFOzonDkTGCJnTq05AwPvKJJFDee/d0MDGGBAqYNy2ZkT4DEICmcoAIYzUbLMxkjpCg4ol333es8ZzLQOS+3kyQIAw4SLyqa95+oAAAAASUVORK5CYII=) 2) {

char ch1 = toupper(text[i]);

char ch2 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAASCAIAAADKe1n0AAAACXBIWXMAACHVAAAh1QEEnLSdAAABiklEQVQ4ja1TzcoqMQxN01Y7gxtBRkFwLa5072v5BL6Ze2E2LsVXEBHtdJL2W8Sv9P7CvUwWJaSnJzlJqo7HIxG1bQsAMUbvPQBorauqgm9LKaWUBCARIkopNU0zHo8BYLvdioMwqJmu64io67qyOmOMUurX6uQEAGaOMfZ9L7AYoxRurtcrEd1uNwE9n08AQMTRaFTSiYOIWuusOoTgnAOAzWYjmKHFLpdLZn48HpKzrE4pJVqy2ByRc7FYyATm87k4Zr/fM/NqtRKxr9dL6Ky1WTIzM7PkE15jjNZ6NpsJYL1eizOwWHW5XFJK9/tdkvd9L1oQsWy89L6cCSLWdS2ApmkQEQBURgxiRnK+3+8ymlKKMebG/yCnGEUuxTkn1X3oQgjldYyRmZVSoiXHcwJEVErJfITu04QBlQKAOhwORHQ+n3+6yIv222fOOa31dDq11gLAbreTRTFt24YQTqfTP1VRVZW1Nm9vXdeid+hPBn9W9Bfz3nvvJ5MJEUExK/MfXPl9/nOZ7guXcvGJezMU/AAAAABJRU5ErkJggg==) {i + 1 < length) ? toupper(text[i + 1]):'X’; char encryptedPalr[2];

encryptPair(matrix ch1, ch2, encryptedPair); encryptedText[i] encryptedPair[0]; encryptedText|i + 1] = encryptedPair|1];

encryptedText|Ien@h) '\0':

int main() (

char key[25];

char matrix[SIZE][SJE];

char plaintext[10D];

char encryptedText[100];

#### Scanned with OKEN Scanner

printf("Enter the key: “);

scanf(”Bs", key);

prepareKey(key, matrix);

printf("Enter the plaintext: ");

scanf(“Bs", plaintext);

encryptPIayfair(mstrix, plaintext, encryptedText);

prinh("Encrypted text: 96s\n", encryptedText);

return 0;

OUTPUT:

Enter the key: MONARCHY Enter the plaintext: ATTACK Encrypaed text: NUUNYJ

#### Write a C program for palyalphabeñc subst1tuñon cipher uses a separate monoalphabetic substituñon clpher for each successive le¢ter of plaintext, depending on a key.

PROGRAM:

t/includR <5tdio.h> #include <string.h> #incIude cctype.h»

void vigenereEncrypt(char \*plaintext, const char ’key) ( int keyLength = strlen(key);

int i,textLength = strlen(plaintext);

for (i ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAYBAMAAABpfeIHAAAAMFBMVEUAAAANDQ0fHx8pKSk4ODhERERWVlZwcHCCgoKQkJCenp6vr6/GxsbZ2dni4uL///+saW37AAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAHBJREFUGJVjuHt796ryig4QKK/o3v2fAUNg1bI0YyUoUPHouEuEwJlTq8rhoHr3OyIE/v97d/cdFLy99+4/MQJoAFPgzOndCLDnzDsiBDpaXJQYoIBRLO0MEQK7t5eHusCA58x3RAggu/LfezSngwQA93rphBo36UkAAAAASUVORK5CYII=) 0: i < textLengh: i++) (

if (isaÏpha(plaintext[i])) (

#### Scanned with OKEN Scanner

char keyChar= key[i 46 keyLength];

int keyshih = isupper(keyChar) ? keyChar - 'A' : keyChar - 'a':

if (isupper(pIainte€[i])) (

plaintext[i] = (plaintext[i] - 'A' + keyshih) 9t 26 + 'A“,

plaintext[i] = (pIaintext[i] - 'a' + keyshik) 'łó 26 + 'a“,

void vigenereDecrypt(char ’ciphertext, const char ’key) (

int keyLength = str!en(key);

int i,textLength = strlen(ciphertext);

for ( i ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB4AAAAbBAMAAACZ0yIiAAAAMFBMVEUAAAAQEBAaGho6OjpjY2N3d3eBgYGOjo6Wlpampqaurq7FxcXQ0NDh4eHu7u7////Ffgc5AAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAIZJREFUGJVj+P/vHRi8//8fyPzPgMH/GpoGAxkddwny715gEAQBAUZBQWHjVYT5l43hwMRlNwb//+/dYLDnDAi8I8yHgHfvgY4Hu58Q/+fMVStngkFH58y7BPl3LwpCgJAS0P0zMfjvnpeHhqWXdwAVd3StOkOQ///v3Xfv3t4FBTgozAnxASQc/74PS7F3AAAAAElFTkSuQmCC) 0; i < textLength; i++) ( if (isalpha(ciphertext[i])) (

char keyChar = key[i \b keyLength];

int keyshift = isupper(keyChar) ? keyChar - 'A' : keyChar - 'a';

if (isupper(ciphertextji])) (

ciphertext|i] = (ciphertext[i]- 'A' - keyshih + 26) & 26 + 'A',

) elR (

ciphertext[i] = (ciphertext[i] - 'a' - keyshih • 26)B 26 + 'a’;

int main() (

char pIaintext[100];

char hey[100];

#### Scanned with OKEN Scanner

printf("Enter plaintext:”);

$ets(pIainteû, si2eof(plaintext), stdln);

plaintext[strcspn(plaintext, "\n“)] = '\O’; // Remove newline chaæcter

printf("Enter key: “);

fgets(key, sizeof(key), stdin);

key|strcspn(key. “\n“)] = '\0’, // Remove newliæ character

vigenereEncrypt{pIaintext, key); printf("Encrypted text: äs\n”, plaintext);

vigenereDecrypt(pIaintext, key);

printf("Decrypted text: 9às\n", plaintext);

return 0;

OUTPUT:

Enter plaintext: hello Enter key: apple Encrypted text: htaws Decrypted ten: hello

1. Writ+ï a C program for generalizaùon of the Caesar cipher, known as thR affine Caesar cipher, has the following form: For each plaintext IeRer p, substitute the ciphertext le¥er C: C = E([a, b], p) = (ap + b) mod 26 A basic requirement of any encryption algorithm is that it be one-to-one. That is, if p q, then E(k, p) E(k, q). Otherwise, decrypflon Is impossible, because more than one plaintext character maps into the same ciphertext character. The affine Caesar cipher is not only-to-one for all values of a. For example, for a ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB0AAAAVCAIAAAA1onI1AAAACXBIWXMAACHVAAAh1QEEnLSdAAACBElEQVQ4jbVUvcrqQBA9s7PJJlEjpLAL+AJ2Vr6zYO0j2HxPIGJlE1CMEpLNbr5idPHe28nNFAkMs2fOnPmh7XYLoO/78/kMYBgGAEqpJEnwpymlAHjv5SuRXdeJh5mJaL1ex3EMQGEc03VdC9/r9Sou55xSStIGIyIikoKCAbDWCt8oiojo+Xz2fQ9A73Y7KedwOEiC2+32BcGiKLTWbdtOJhOMqIPWGoD3XhrV970kDFVLmcE+BcG7mQDSNGVmZhaPFpQ4jheLhSQoioKImBmAtbbruoAIQB6HZFEUvYC0JqIsy9I0BaA3m43QLMvyX1Lee2ttABWCSikhi/d44T15q9VKGk4S4b1/PB7ybDqdfiHo/X733ud5LvRH65v8iOi1J+rLTMYY732Qi4JS/9dG0+F4PAJwzlVVBWAYhjBY+BgMGa/gUUqJv65rWVxjDBGVZSlhWuDCPXPONU3zifuK0zqKIvEopcL8V1XVti2ALMuYOcsy6ZPe7/cArLU/Pz+CW9c1Eckehvui9WszBbrve1mNcCfzPGfmpmlkb/XlcgHQtu3pdBLigivswp1l5oAr8c45vLcZwHw+11pXVZVlGUbs22w2A5AkSVEUIoi1lpmNMUFNvNf3k6+0KxS0XC6NMUVRvHSQtjjnwmGTXgtKEDp4xJj5r8GPoiiO4zA2Y+nwC+KuG/Y+Dv5tAAAAAElFTkSuQmCC) 2 and b = 3, then E([a, b], 0) = E([», b], 13) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAaBAMAAAAktUMMAAAAMFBMVEUAAAAWFhYnJycwMDA9PT1PT09mZmaOjo6Xl5egoKCysrK+vr7GxsbX19fs7Oz///8Uz7OqAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAHVJREFUGJVj+P/vHQK8//+fAUPg7s3p5XBQOfMuEQLlRQoMcMCkVE6EQEeLkxIIGBsBCRWXDkyB/2iANgJgv1TOBIGOjq5V7zAFZk42FFSCAkFh45lECKxaGqRkDAFKSmppu4kQePd61yog2A0iVq058w5DAACnKehmu/ZsvQAAAABJRU5ErkJggg==) 3.
   1. Are there any limitations on the value of b?
   2. Determine which values Df a are nDt allowed?

PROGRAM:

#include ctdio.k>

#### Scanned with OKEN Scanner

int gcd(int a, int b)
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eturn a;

return gcd(b, a 96 b);

int main()

prinh(°VaIues of 'a' not allowed {because they are not relañvely prime with 2b):\n")i for (int a = O; a < 26; a++)

if(gcd(a, 26) I= 1)

printf("%d ”, a);

printf("\n“);

return 0;

OUTPUT:

Values of'a' not allowed (because they are not relatively prime with 26):

0 2 4 6 8 10 12 13 14 16 18 20 22 24

1. Write a C program for ciphertext has been generated with an alTine cipher. The most frequent lerter of the cipheNext is ”B,” and the second most frequent leRer of the ciphertext is “U/’ Break this code.

##### PROGRAM:

#incIude <stdio.h> #include <string.h»

## Scanned with OKEN Scanner

char decryptChar(int c, int a, int b) { return ((a ” (c - b)) 4ó 26 + 26) 9ó 26 + 'A’;

int main() {

char cïphertex[1DØ]:

printf("Enter the ciphertext: ”); scanf(“9f›s", ciphertext);

int mostFrequent = ciphertew[0]:

int secondMostFrequent = ciphertext[1];

prìntf("Finding possible keys.. \n”);

for (int a 1; a < 26; a++) {

for {înt b = 0: b c 26; b++) {

if (decryptChar(mostFrequent, a, b) == mostFrequent && decryptChar(secondMostFrequent, a, b) == secondMostFrequent) ( prìntf(”Possible key found: a 4sd, b 96d\n", a, b);

return 0;

OUTPUT:

F.iiter the ciş)lim1ext SI/AMARl IDA

Finding possible keys...

Pmsiblc key found. a 1. b 13 Pnssit›le key foitn‹t: a = I ü. I› = 0 Possible źeş’ fouud: a )1. h 11

1. Write a C program for the fDllowing ciphertext was generated using a simple subsütuñon algorithm. 53t†t3D5))6\*;4B26)4T.)4†):BO6\*;48t8Ş6O))B5::]B\*;:†\*8tB3 (8R)ź\*t:ú5(:8R\*9ć›\*’f:R)\*,(,18fij;fi\*|2:\*,:(:19ź5\*ž(È —=ł)8Ț8\*

.JU09û8ž):)ct8Hțț.lÏ;'9:46Ud l:8:6] 1;48l 6ź,1g8ž I žû8â05°8I
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1. As you know, the most frequently occurring leher in English is e. Therefore, the first or second (or perhaps third?) mast common character in the message is likely to stand for e. Also, e is o8en seen in pairs (e.g., meet, fleet, speed, seen. been,

agicc. ztt:.). Ti y to Fiuá A cliAiactca iii the ï:iylica'tcxt llal JccuJcx tu c.

1. The moØ commDn word in English is “the.” Use this fact to guess the characters that stand

før t and h.

1. Decipher the rest of the message by deducing addİùonal WDrds.

PROGfL-I.\t

def decrypt simple substitutiDn(ciphertext, key):

decryption ""
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fDF char in ciphertext:

if char.isaIpha():

decrypted char = key[char]

decryption += decrypted char

else:

decrypt›on + - char

return decryphon

ciphertext - "53tt 1305))6•,t8Z6)4t.)4t);806“,48\*8160))85;:)8’,:T”8t83 " \

"(88)5\*t;46(;88’96”?';8)I(;4B5):5\*2:T(:4956 •2(5—4)B18\* " \ ";d069285);)6\*8)4tt;1(t9;48081;8:811;48\*85;4)485\*528806“81 " \ "(19,48;(88,4(1734:48)4†;161;:188;T7;"

# Hii›ts

hints (

'\*’: 'E', # E is the most frequent letter

’4': T', /f T is one of the most common letters

'8': 'H', # H oken follows T

'I’: 'E', # E is ohen seen in pairs

'3’: 'R', # R is common and could fellow H 'I': 'A', # A is common and could follow T N', # N is common and could follow A

'6': 'I', t/ I is common and could follow A '5’: ’S', # S is common and could follow H '0': 'O', # O is common and could follow T

— 'F', If F is common and could follow 0

'U', # U is commo n and co uld follow Q ']': 'I', # L coul d follow U

'(’: 'W'. # W is a possibility far second most colt man letter

#### Scanned with OKEN Scanner

' ': 'W', t/ W is a possibility for second most common letter

')': ‘Y', # Y could follow W

?’: 'G', # G ie a possibility for third molt common letter

# Decrypt the message using the provided hints decryption key = (k: v for k, v in hints.items() if k,isaIpha())

decrypted message - decrypt simple subsfitufion(ciphertext, decryption key I

print(’Decrypted Message:") print(decrypted message) OUTPUT:

Decrypted Messsge:

5.3t4\*305))6 •;4826)4†.}4†):806”;48\*8\6O))B5;;]B”;:?”8t83

(88)S”\*:46(,88’96” 7;8)t(,485);5\*2:4(;4956”2(5—4)8$8”

:4069285):}6\*8}4tt;1(T9;48081;8:811;48185;4)48S\*S28806•81

(t9.48:(88,4(t?34:4B)4t,161;:188;J?;

1. Write a C program for monoalphabet1c cipher is that both sender and receiver must commit the permuted cipher sequence to memory. A CDmmon technique fDr avoiding this is to use a keyword from which the cipher sequence can be generated.

l't›1 ‹i.\‹t1lI|t1‹i. tlsI1tR I1i‹i 1‹ii11't›I ‹I *b'/t'I#L'£* \1’I tl‹i tt\II the Lñi’t1 tl1tl It›(l‹›tlñt) it)’ Itllllsfitl

l•itt«i”x in n‹›ixiiaI ‹›i”1cl” ailJ a»ati:If t1›ix akaii›•t tl\« j›laia›tcxt Irttcl•

{›litii1 :t It c• tl c t g 111 ] k 1 ill 11 t1 ]1 th 1 x 1.11 “ 11“ X ›“ r

cij›Iici I"I F II I: It .1 It IJ I'“ I i .I I^t 1. .II h’ (J tg ii "I" I" 1" It ?•? 'i” ?'

PROGRAM.

def generate cipher sequence(keyword):

keyword keyword.upper()

alphabet "ABCDE FGHIJKLMNOPQRSTUVWXYZ"

cipher sequence = ’"

for cl ar in keyword:

if char not in cipher sequence: cipher sequence •= char

for char in alphabet:

if char not in cipher sequence:

## Scanned with OKEN Scanner

cipher sequence + - char

ret urn cipher sequence

def encrypt(plain text, cipher sequence): plain text plain text.upper() encrypted text ""

for char in plam text:

if char.is alpha():

index = ord(char) - ord(’A’)

encrypted text +• cipher sequen ce[index

else:

encrypted text • char rnt urn encrypted text

def decrypt(encry pted text, cipher seque nce): encrypted text encrypted text.upper() decrypted text ""

for char in encrypted text:

if char.is alpha():

index cipher sequence.index{char)

decrypted text ‹= chr(index + ord{'A’)) else:

decrypted text • char

return decrypted text keyword "CIPHER"

cipher sequence generate c ul er seque nce(keyword)

plain text "hells world"

encrypted text = encrypt(plain text, cipher sequence) decrypted text = decrypt(encrypted text, cipher sequence) print("Plain Text:", plain text)

print("Cipher:", encrypted text)

print("Decrypted Text:", decrypted text)

OUTPUT:

#### Scanned with OKEN Scanner

Plain Text: hello world

Cipher: BEJJM WMOH

Decrypted Text: HELLO WORLD

1. Write a C program for PT-109 American patFDl boat, under the command of Lieutenant John F. Kennedy, was sunk by a Japanese destroyer, a mexage was received at an Australian wireless station in Playfair code:

UREBE ZWEHE WRYTU HEh\*FS KkliHE GOYF1 WTTTU OLKSh" CAJPO BOTEl ZONTX BYBNT GÜ›NEY TUZ\YM GDSi iN SXBOU

\'4$'RHE BAAHY USEDQ

###### PROGRAhI:

tiincliide <stdio.h>

äinclude <strinp.h>

void decryptPlayfair(char

messape[]. char key[]) ]
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for (i 0, i < 5. i++) {

for (j 0: j < 1. ja) (
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stJeu(n essape): i +' ?) ( cüer c l = iiiessege} i]: chaz c2 iuessape(i +

ist r1. c l index. r2.

c2 index.

for (j = 0. j < S. j+>) { for (int k = 0: k < 5:

if (nmirix[j]|k]

c l ) {

rl = j.

cl iiider k.
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c2 index k
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) else ’if(cl index ==

c? iixlex) J

###### printf(‘%«c%a”.

aiaeix](rl + 4) %

5)[cl index]. matrix[(r2 + 4)

% iS][c? index]).

} else {

inseix[rl)[c? index].
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![](data:image/png;base64,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)

char ninsageQ = "KXJEYUREBEZWEHEWR YTUHEYFSKREHEGOYFI WTTTUOLKSYCAJPOBOT EIZONTXBYBNTGONEYC UZWRGDSONSXBOUYWR HEBAAHYUSEDQ".

char key]j

“PLAYFIREXMBCDGHKN

OQSTtnWZ•.

decrypiP&yfair(message. key).
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OUTPUT:

qioawieoien+wxrOzxoitn

YQSIRDMDQAYXTZZZTNASQLG

LDAKDK1'IMTNKWIGPCKWBNK WCHONKQMDKWLUX

DMDPFDLWOMGO

# Write a C program for Playfair matrix:

M F H 1/1 K

U N O P

## Z V W X Y

E L A R G

### Scanned with OKEN Scanner

I-.i»rzyt thix ilacxxagc: .1\ttxt x» v‹»tt ‹»”cr £”aJo¡jait \1 cx\. f'‹»it titg at ‹›nL-c.

PROGRAM:

def create playfa r matrix(key):

key •= ".join(chr(65 • i) for i in range(25) if cf r(65 • i) not in key and cf r(Gs • i j != ' 'j

matrix [list(key[i: i+5]) for i in range(0, 25, 5)]

ret urn mat rix

def encrypt message(matrix, message):

message = |message|i:i•2| if i • 1 < Ien(message) else message|i:i• 1] for i in range(0, len(message), 2ll

def *h*nd coordinates(r):

for row, row vals in enumerate(matrix):

if c in row vals:

ret urn row, row vals.index(c)

return None, None

encrypted

for paif in message:

rJ, c) = hnd coordinates(pair|0])

r2, c 2 = hnd too rdinates(pair|1]) if len(pai r) -- 2 else tr1, c1)

if r1 is not None and r2 is not None and c1 is not None and c2 s not None:

if r1 == r2:

encrypted •• matr x|r1]|(c1 • 1) 4 5| • matrix|r2][(c2 • 1) % 5

elif c1 •• c2:

encrypted = matrix[(r1 1) % 5]|c1| matrix[(r2 I) P• 5]|c2| else:

encrypted •= matrix[rt][c2] • matrix[r2][c1]

else:

enc rypted = pair

## Scanned with OKEN Scanner

return encrypted

def main():

key "MFHIJKUNOPQZVWXYF LARGDSTBC"

matrix create playfa ir matrix(key)

message "MUSTSEEYOUOVE RCADOGANWESTCOMiNGATONCE"

encrypted = encrypt mesSage(matrix, message)

print(' Original Message:", message)

print(' £ncrypted Message:", encrypted)

if name == " main "’

OUTPUT:

Original Message: MUSTSEEYOUOVE RCADOGANWfiSTCOMINGATONCE

Enc rypted Message: FKT BDLLL PNNWLYCATUTYOVLDTCKIHOTYIWNCLL

1. Write a C program for possible keys does the Playfai r cipher have? Ignore the fact that some keys might produce idenñcal encrypñon results. EX fRSS your answer as an approximate power of 2.
   1. Now take into account the fact that some Playfair keys produce the same encryption results. How many effect1vely unique keys does the Playfair cipher have?

PROGRAM:

#incIude <stdio.h> #incIude <string.h>

unsigned long long factoriaI(int n) (

if (n <= I)

return 1:

return n ” factoriaI(n - 1);

int main() {

int keyLength 25;

## Scanned with OKEN Scanner

unsigned long long totalPossibleKeys — factoriaI(keyLength);

printf("Total possible keys (without considering idenfical enc rypñon results): %hu\n”, totalPossibleKeys),

unsigned long long effecfivelyU niqueKeys = totalPossibleKeys / keyLengt h;

printf("E ffec tively unique Leys (co nsider ing idenhcal enc rypLion results): %hu\n”,

effechvelyU nique Keys):

return 0:

OUTPUT:

Total possi ble keys (without consiclering identical encrypño n results): 70345 352 77573563776

EWecnvely unique keys (co nsiclering idenhcal encrypden results): 281 3814 1 1 10295855 I

#### a. Write a C program to Encrypt the message ”meet me at the usual place at ten rather than eight oclock” using the Hill cipher with the key.
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##### » Show your calculations and the result.

I› Show the calcularions for the corresponding decryprion of the

ciphertext to recover the original plaintext.

##### PROGRAM:

#incIude <stdio. h› #include stdIib.h> #incIude <string,h> #incIude xc type.h> #ir elude <n atf ,h>

//dehne MAX LEN 100

int charTONurn(Char c) (

i( (isupper(c))

return c - ’A‘;

) else if (islower(c)) (

return c - 'a':

return 1:

char numToChar(int num) ( return num + 'A':

void encryptHill(char • text, int ”keyMatr ix, int key size) (

int i,j,k,textLen = strIen(text);

int encrypted[MAX LEN| - (0}:

## Scanned with OKEN Scanner

for ( i 0, i < text Len, i •— keysize) {

for ( j 0, j < keysize; j••)

int sun = 0:

for (k 0: k < keysize, k++) {

sum + keyMatrix§ keysize • k] \* charToNum(text|i + k]);

encrypted|i + j] sum % 26;

for {i 0; i < textLen; i+ +) (

text[i] numToChar(encrypted[i]);

int main() {

char plaintext|MAX LENj;

int keysize:

printf("Enter the plaintext: ");

gets{pIaintext);

printf("E nter the size of the Ley matrix: "):

scanf("46d", &keysize);

int i,j,keyMatrix|MAX LEN \* MAX LEN];

printf( 'Enter the key matrix (row by row):\n"j: far ( i 0; i < LeySize; i•+) {

for ( j 0; j keysize: j+•) (

scanf("had", &keyMatr ix|i \* keysize j]);

int text Len - strlen(pIaintext);

int padding - keysize - (text Len ’1 keysize); if (padding < keysize) (

for ( 0: i padding: i ) {

pIaintext|textLen + i] - 'X';

pIaintext[text Len • parlcling] = 'TO':

encryptHill(pIaintext, keyMatrix, keysize); printf(“Encrypted text: %s\n", plaintext); return 0;

##### OUTPUT:

Enter the plaintext: meet me at the usual place at ten rather then eight oclock

## Scanned with OKEN Scanner

Enter the size of the key matrix: 2

Enter t he key matrix (row by row):

9 4

5 7

Encrypted text: UKIXNBGNYDPYBLTFIWSZZWVDIM8«LKFTJGXHROAJPY8UGQYEBLKEGXGC

#### Write a C program for Hill cipher succumbs to a known plaintext attack if sufficient plaintext— ciphertext pairs are provided. It is even easier to solve the Hill cipher if a chosen plaintext attack can be mounted.

##### PROGRAM:

#incIude <stdio.h>

#inc lude <stdIib. h>

//inc lude <string. h> #incIude <ctype. h› Itinclude <math. h>

#dehne MAX LEN 100

int charToNum(char c) { if (isupper(c)) {

feturn c 'A',

} else if (islower(c)) { return c - 'a',

feturn 1:

char numToChar(int num} (

fet urn num + 'A',

void encryptHiII(char ° text, int \* keyMatrix, int keysize) (

int i,j,k,text Len - strIen(text),

int ent rypted(MAX LEN| = {0};

for ( i 0. i < text Len; i •= keysize) ( for ( j 0, j < keysize, j••) (

int sum = 0:

for (k — 0, k < keysize; k••) {

sum •= keyMatrix|j " keysize • k| ” charToNum(text|i • k]): encrypted(i + j| sum P 26;

for (i - 0, i < textLen; i+ +) (

text[ij numToChar(encrypted[i]);

int main() (

#### Scanned with OKEN Scanner

char plaintext[MAX LL N|,

int keysize;

printf(”L nter the plaintext: "); gets(plaintext):

printY("E nter the site of the key matr x: ");

scanf("%d", &keysize):

int i,j,keyMatrix[MAX LEN ” MAX LEN):

printf(”Enter the key matrix (row by row):\n"); far ( i 0; i < keysize; i +) {

for ( j 0; j < keySi7e; j+ +) (

scanf(”and”, &keyMatrix[i \* keysize + j]);

int textLen = strIen(plaintext);

int padding = keysize - (text Len % key5ize);

if (padding < keysize) {

for ( i 0; i < padding: i++) (

plaintext|textLen + i| - 1X';

plaintext[textLen + padding] - ’\0’;

encryptHilI(plaintext, keyMatrix, keysize):

printf{”Encrypted text: %s\n", plaintext); ret urn 0,

## OUTPUT:

Entef the plaintext: hello

Enter the size of the key matrix: 2

L nter t lie key mat rix {row by row):

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEEAAAApCAIAAADlMtMlAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADE0lEQVRYhd2Z2Su0YRiHr+G1DA5saQYliRLZCidTihwof4A/VHFERNlOkGWG7FtJ1sju4Dfu72nSV3ib7+t5DqbrfpvmfW73foucnJwAc3NzADA1NSW4v78X9Pf3AyMjI4R9Dg4OgMXFRYnLy8uC8/Nz4PLyUmIkEhHE43HB0NAQ0NDQIDEn9Jtl/wSywMzMjOTp6WnB1dWVoKKiAhgcHHTFUM7FxQWwsrIiUR4BPD8/Azk56b/v2dmZ4PDwUCAfGR4eluiDHXzQIUilUsDt7a3kaDQqeHl5EeTn5+NY9vfHvLS0tBTo6emR+Pr66t7BQnlra0tgDp9MJoG6ujqJPtjBBx2CWCwGlJSUSC4sLBTs7OwICgoKgLe3t7BeKRcyqK+v//v3Ozs7BXd3d4L19XX3hj7YwQcdgoGBAZy8lJubK1AB4jM/vL+//4vrwWdiBPLy8gTl5eVAEAQSvbBDbW0tThl/fHwUWM+nQmHZOvvHrvTw8CAoKioCqqqqJPpgBx90SIfF09OTwAyXURBCrA/fPWtrawK1GHxGuaIAP+zggw5pX7LUq87CfaKONfv1YXV1VTA5OSnQbAS0tbXZJ17ZwXp3GxssyhXNVhSzcNTM2XZiYWFB0NLSIkgkEkBvb69EH+zggw6ZHmJOZaBozkJMa60ETExMAGNjYxJt3ujo6BA0Nzfj9Kk+2MEHHTJ9yeYHKxSCEFdjGcdWYJZ/tGrRkAx0dXUJuru7BdXV1e4v+GAHH3RI+5KlHduF2dCjYnd8fCyxpqYmrHdrsz0/Py9xdHRUoIRjJayvr0/Q1NT05e94YYe9vT1gd3dXskWY7QT29/dx/jlwc3Mj0Cj4m1jf2NgAxsfHJdoqUktIDZzA9fW1YHZ2VqD2p6ysTKIPdvBBh0AG2t7elmwLQKvkp6enwNLSUsZzRdgPfOno6EigOmCvtk2Kssjm5qZEObP7armZLTl9sIMPOgRaZFgSaG9vFzQ2Ngo0lGo9yFcF5LvHply1DJb+W1tbBcXFxTjNjnXQlZWV7pM/0/LP7vFfHR90+AA9NzzBMvvhiwAAAABJRU5ErkJggg==)

2 3

Encrypted text: PAHDIT

1. Write a C program for one-time pad version of the Vigenére cipher. In this scheme,

the key is a stream of random numbers between D and 26. For example, if the key is 3 19

## Scanned with OKEN Scanner

5 ... , then the first leher of plalntext is encrypted with a shih of 3 lettex, the second

with a sh•iftof 19 lehers, the third with a sh1h of S leRers, and so on.

1. Encrypt the plaintext send more

money with the key stream 9 0 1 7 23

###### 15 Z1 14 11 1i 2 a g

h. Using the ciphertext produced In part (a), find a key so that the cipher text decrypts to the plsintext cash not

needed.

#### PROGRAM:

#incIude ctdio.h» #incIude <string.h>

void encrypt(const char •pIaintext, const

int \*ley, chsr “cipherte€) (

int plaintextLen = strIen(plaintext);

int i,

for (i ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACEAAAAYBAMAAACGv4k5AAAAMFBMVEUAAAASEhIhISE1NTVbW1tpaWlzc3OCgoKgoKC2trbGxsbOzs7Z2dni4uLq6ur///8VpIuTAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAJNJREFUGJVj+A8E/96DyP/v3r37//8DA6bI7x0daamhoWlpaaGh4eUz5z0gSuTlFBdBAQYIYFIKjd6AReT19nIXIAgFAhfX0I7eC0SJ/P/37j8EvLt7D+JmYkT+3t29a9Wq3bt3r1q1evfd+8SJ/N4aKijAKKgEBAzMxuU1B/CLCAoTLQKyCwT2nDkDJN+9/0CMCAD7lPEkXc03bwAAAABJRU5ErkJggg==) 0; i < plaintextLen;i+\*) (

ciphertext[i] = (plaintext[i] - 'A' +

key|i]) 4t 26 'A';

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAASCAIAAAA/hdJEAAAACXBIWXMAACHVAAAh1QEEnLSdAAABmElEQVQ4ja2TwYoCMQyG07R1VET0JHr0GXwtn1S8CuJZxMsoKM50kjR7CFtm2WVPk1M6JH/z/c24/X5PRIfDAQBUNecMAIgYYwSAnLOqxhjLEX7GZrPx3iMMEYGIiKhpGjuXWZi5TCciIgIAIqKq/f7P5+O9D/f7PaV0Op3+uaqqqqqqrMfUS9xut+GIVqtV13Xb7RYAnHPee0ucc79nadvWZiloy+USEcNut2Pm2WxmdkwmE0tGoxEAqKqqFhVmNuPe77clphXW67WI2A3e+yJXnjbnXFWViZYRmqYxlbZtVdWdz+ec8+v1AoAQwmKxMKIQgrWJSIzRVEqklEyurmtVHcjdrutUlYgMMqVkaIgIAESUUmJmKyhExfu2bXPOQUQM3oqKXDGCiGzxTNQqY4x2jQ0xENHxeGTmy+UCAIg4Ho8tKe4ycwE0OkM2KER0zoW6ronoer0are2F1cH3SyOiHZumMRVrBoDpdIqI4fl8MvPj8YC/drefQG/rQgj2ZT6fe+9D/5fthyGUxHrKG4lI+e6cG8bdL3m9RZWWsOkaAAAAAElFTkSuQmCC)ciphertext[pIaintextLenj '\0':

void decrypt(const char “ciphertext, const Int \*key, char ’plaintext) (

int ciphertextLen = strlen(ciphertext),i;

for (i ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAYBAMAAABpfeIHAAAAMFBMVEUAAAAXFxcuLi5HR0dVVVVoaGhzc3OEhISgoKCxsbHFxcXNzc3X19fj4+Py8vL///9LkqpQAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAINJREFUGJVj+H/39u5Vu/ecOXPm1KozZ+/+ZyAssCo0UJBBEAgEGBiU1MvvEiEw08VRkAEKgAJnMAX+A02HgJUzV605858YATRAhMCZjra00NAQFxBIy5x5lwiBVS4ODCguxRA4U15sbOwCAaERHXeJEHgH8svuvXfv3gHSa4Fhii4AAHUTzehjF+FXAAAAAElFTkSuQmCC) 0; i < ciphertextLen; i++) (

pIaintext|i) = (ciphertext[i] - 'A' - key|ij

###### + 26) 4t 26 • 'A':

pIaintext|ciphertext£en) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAASCAIAAAA/hdJEAAAACXBIWXMAACHVAAAh1QEEnLSdAAABsUlEQVQ4ja1Uvc7iQAy0dx1CAgUSBQ0gnoGn5NFAooAO0SNSgSJCAvH+XDH6VtxXnU64Wq2945mxE95sNqp6OByIyHv/fD6JyBgzGAyIKMuyPM9jjERERF3XOeeIqGka7z0RrdfrLMsMfSNEVVW173twwcFai3RigXDOgYv3HlxUlYikqipVvVwuvxRlWQY4ETHGGPMX67ZtQwhEVFWViHxJ0Wq1cs69Xi8iCiG8328iYmYRASljDDMzM+7xrOs6cFksFtZaPh6PIYT7/Y50Yo4HIYQYIx5AIAoSynA4ZGaZTqchBHROrZIv8SfSPWpUNUETEaMVTE3VIlKW5b840jRNjPFL7m63W+89Jh1CaNsWXIqiwGEwGDAz7IBNn4qgUU6nk3PufD4jV9c1EVlrgZLneVmWxhjsoXMOKMnd0Wj0e5f+X9F+v1fV3W4HLhh5klAUBbphNN57UHg8HvgCZrOZMUZut1vf99fr9RMlRVEU4/E4bV1SVNc1ULz31lqZTCbOueVyCfPm8zk8gxE4fK4MIsGhh4hIjBF/kxhjWj9sHYDSaOhnM1M2z3Nm/o67fwA06CyHTanNugAAAABJRU5ErkJggg==) ’\0';

int main() (

const char \*plaintext =

"SENDMOREMONEY";

int key|] ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABsAAAASCAIAAAAluTLKAAAACXBIWXMAACHVAAAh1QEEnLSdAAABwklEQVQ4jbVUzYryQBCs+Uk0ERE8hKAgXiI+i2/jGwqexBfQu4LiwaCgiZOZ+Q61DPmWPeSwW6fR7q50VU+PWK/XAOq63u12AJxz1loAUso4jr333nv+75wDIISQUgJ4v9/W2vl8nqYpgNVqxYNmvbW2aRoA3ntjDBn58xujlFIIAcAYY60NhaEVfbvdAFRVdTqdmPd4PNAZSqnBYADger2yR9m9uCP0dDoFUNd1URQAmqZ5Pp8hTIFtBB8Yms1m/X4fwHg8TpIEgNhsNiSiamttVVUspmVKqTYj7SOjECJNUyYsFosoiv5G9WQyAeCco8Fh1qELDj3AWhuuEYA4jpmQZRmbFTTlF/EHqo/HIwDnXFmWPATVVBdAmWH6zjnvfZIkFJvnOQ/6fD7jp1lzSYInbUNJ2jSN9340GnHEQog4jgHo/X4PoK7r7XYLwBhzv9/RundtljYYLYqCqxJFEe+jvlwuAF6v1+FwIDX3siOUUsPhEEBZll8PQvfijtBZluH/LczzHICUMooipZTWul3A94aZzrnlcknVWZZ9qaav1lqupzGGAb6PSin6HWCM4R34fD7OuV6vx0KtNb/9+6r/AVc1G1/MZIUcAAAAAElFTkSuQmCC) (9, 0, 1, 7, 23, 13, 21, 14, 11,

char ciphertext[strlen(plaintext) + 1]; encrypt(plaintext, ley, ciphertext);

printf("Ciphertext: %s\n", ciphertext),

char decryQedText[strlen(plaintext) +

1]:

## Scanned with OKEN Scanner

decrypt(ciphertext, key, decryptedText); printf(“Decrypted Text: Ks§n",

decryptedText):

return 0;

OUTPUT:

Ciphertext: B£OKJDMSRPMH

Decrypted Text: SENDMOREMOXEY

1. Write a C progmm that can perform a letter frequency attack on an additive cipher wiihout human intervention. Your software should produce possible plaintexls in rough order of likelihond. It «'ould bR good if your user interface allowed lhe user lo specify “give me the top 10 possible plaintexts.”

##### PROGRAM:

#include <stdio.h> #include <stdIib.h> #incIude <string,h> #incIude <ctype.h»

#define ALPHABET\_SIZE 26

// Funcdon to decrypt the ciphertext ustng the specihed shiR value

void decrypt(char "ciphertext, int shik) (

int lengh = strlen(éphertext);

int i;

for ( i ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAASCAIAAADKe1n0AAAACXBIWXMAACHVAAAh1QEEnLSdAAABzklEQVQ4jbVUsa7qMAw9TpO2FCEhoapiogMS8CX8Dd/HwC+wVHdjBwkhtYJSIEmTN/jdvurdhYHroXJd2znHxw1tNhut9Xa7BdC2bV3XAIIgiOOYiIQQAIgoCAIAz+fTGAPAOQdgNpsNBgMA6/WaHYGPmmy/jdGxA8AY00fHcWOMtRaA9957/7NQ1nWttb7dbhxl5027Xq/cva5rpv9psvP53BhzuVwAOOeapuEPRNQlee//K+Ov0+k0jmMAeZ5HUQSAiqJwzp3PZy5j8ABYSi5zznUdu2OIKIoiTsuyTEr5C2TTNPXeJ0nC7zzRDgU/Wcd+3BjjnEuShKUfjUZ/d+DnXN6xpmmstUmSMMd/6Pb7vXPueDwyNK01Q5BSCiF4NPhWoxti27bOufF4rJQCkGUZZ8rD4WCt/fr64qT7/Q5ACBHHsRAiDMM+We7C5xHRZDLhhOVyyc6npSiKQmu92+0AWGurquLDhRAMoU+27xBRnuesoTGGF1BWVfV6vU6nE0fLsnwfSxiGw+EQQFmW3PfTZFerlTHm8Xigd9/1aQJQSvFCdDcHS5ymKSuwWCz4J5NKKSJi5v0LqlsRAFJKLuPt5UzvfRRFHFdK8cb8AXdkKX7C4VomAAAAAElFTkSuQmCC) 0; i < length; i++) ( if(isalpha(ciphertext|i))) (

if(isupper(ciphertext|i])) (

cipherte€|i] = 'A' + (ciphertext[i] - 'A' - shih + ALPHABET SIZE)B ALPHABET SIZE;

## Scanned with OKEN Scanner

) else (

ciphertext|i] = ’a' • (ciphertext[i] - ’a’ - shift + ALPHABET SIZE) B ALPHABET\_SIZE;

// Function to count the frequency of each lever in the plaintext

void countLeRerFequency(char ’text, int ’frequency) (

int lengh = strIen(text);

int i;

for (i = 0; i < length; i++) (

if(isalpha(text|ij)) {

if(isupper(text|i))) (

frequency|text[i] - 'A’]++;

) else (

frequency[text[i] - 'a']++;

// Funcñon to find the shih value with the maximum frequency match

Int findShihVaIue(int "frequency) (

int maxFrequency = 0;

int shik = 0;

for ( i ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAWBAMAAABTd4N3AAAAMFBMVEUAAAAUFBQeHh4nJydBQUFSUlJiYmJtbW1/f3+qqqq6urrHx8fT09Pd3d3v7+////9l/NlRAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAGtJREFUGJVjePd658yZs1bvBoJVu/fe/c9AWODM8WJjJWVjY2MjJSUXj47dRAjs3hrAAAPGFh1nMAXAtkDBqjVn/hMh8B8NECFw9+aMDjjoWnWXCIHd2xIFUZ2OLnD35vTyUAhIA2p5R1gAADIMyL4Ore3mAAAAAElFTkSuQmCC) 0; i «ALPHABET SIZE; i++) {

if(frequency[i] » maxFequency) (

maxFrequency ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAVBAMAAADV4/HZAAAAMFBMVEUAAAANDQ0fHx85OTlDQ0NOTk5bW1t5eXmFhYWdnZ2wsLDGxsbV1dXl5eXy8vL///+EdhpXAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAG5JREFUGJVjuLtq5UwYWLXm/H8GDIFVoUFKgkoQYGw59y4RArvLS1yMXVxD00JDXNIyiRJ4d+b0bjjYe/8/EQL/0QCmwO6ZMzpgYObsvXeJEJjp4sDAICjAAAJK6jVniBDYXV4a6gL0RyjCc6gCACvarcUlIGt5AAAAAElFTkSuQmCC) frequency|i);

## Scanned with OKEN Scanner

shift = (ALPHABET SIZE - i) 8 ALPHABET SIZE;

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAA5CAIAAABiYjaQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABh0lEQVRIibWVvYrCQBSFz4aIhqhEg9hYiNiaShCSQktfIg9g41vlBUQs7NJpY6+VokRFrFT8Q9jiZIdg5ezupMl3yeR8MzB35qvf7wPYbrcAAHS7XUKn0yHUajUAGj57Ph2nDwYDAMvlkvV6vSaUSiWCbdsqvO12G0A6nWY9mUwIYRgSGo2GTF6v1wNgWRbr+XxOmE6nBN/3JfI+9rZaLQCbzYb1eDwmvF4vwvV6VeHlK5fLvel0Pf70eDzUebmoJAivYRjyeWL6mhb/udvtCMfjUSJP0lsulwliI0ZRROBGVOTl5kaizRaLxW+8cV4+nycUCoU/zU/Su9/vCff7/W1Es9lU5xXn1eFwIPCYAuC6rjrv+XwmnE4nQqVSIdTrdfm82+1GEH0k8pT2byqVSloAPJ/PJCjyCp3YsJlMJk7SNBXe1WqFxC1wuVwI2WyWIHe/6cPhEMBoNGItGqBarRJ4JP/7OoIgADCbzZIWAJ7nEUzTVOHlgeI4Dmted/hpbwDFYlEi7xu/PoZQ9WtRhgAAAABJRU5ErkJggg==)

return shirt;

int main() {

char ciphe<ext[1000]:

printf("Enter the ciphertext: "); fgets(ciphertext, sizeof(ciphertext), stdin); int i;

int letterFrequency[ALPHABET SIZE] = (0);

countLeRerFrequency(ciphertext, IetterFrequency);

int shih = findShihValue(leRerFequency):

printf("Possible plaintext In order of likelihood:\n");

for (i 0; i < 10; i++) { decrypt(ciphertext, shift); printf("96d. %s\n", i + 1, ciphertext);

return 0; )

OUTPUT:

Entlzr the Ciphe.FteXt: lipps

Possible plaintexts in order of likelihood:

1. axeeh
2. pmttw
3. ebiil

## Scanned with OKEN Scanner

1. tqxxa
2. ifmmp
3. xubbe
4. mjqqt

###### byffi

1. qnuux
2. fc§m
3. Wrlte a C program that can perform a letter frequency attack on any monoalphabetic substituñon cipher without human intewenhon. Your soRware should produce possible plaintext in rough order of likelihood. It would be. good if your user interface allowed the user to specify “give me the top 10 possible plaintexts."

# PROGRAM:

#inclu#incIude <stdio.h> #incIude <string.h> #incIude <ctype.h>

#define ALPHABET SIE 26 #define NUM\_TOP\_PLAINTEXT5 10

const double engIishLexerFreq[ALPHABET SIZEj = (

0,0817, 0.0149, 0.0278, 0.042S, 0.1270, 0.0223, 0.O2O2,

![](data:image/png;base64,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)

0.0193,

0.0697, 0.0015, 0,0077, 0.603, D,0241, O.0675, D,O751,

###### 0.0010, 0.0599, 0.0633, 0.606, 0.0276, 0.0098,0.0236, 0.0015, o.oD7, a.0007

void calculateLetterFrequency(const char ”text, double "freq) { int totalLRtters = D,i;

!or li 0: te^tli]: i\*+I I

if(isaipha(text|i])) (

freq[toIower(text|i]) - ’a’j++;

totalLecers++;

for (i = 0; i < ALPHABET SEE; i++) (

feq[i] /= totalLetters;

double caIculateScore(const double ’freq) (

## Scanned with OKEN Scanner

double sco re 0.0,

int i;

for ( i 0; i c ALPHABET \iIZfi; i•+) ( score •= freq[i| engIishLetterFreq[i];

ret u n score,

void decryptSubs0tu0on(const char •ciphertext, char \*plaintext, int sh1ù) (

int i.

far (i 0, ciphertextt i); i++) {

if (isalpha(ciphertext ti)j) (

char base = isupper(ciphertext|i|) 2 'A' : 'a';

pIaintext|i) = (c›phertext[i) base shift + ALPHABET SIZE)8 ALPHABET SIZE + base;

} else {

pIaintext|i] = ciphertext|i|;

plaintext[strIen(ciphertext)] '\0';

int main() {

const char • ciphertext = "FALSXY XS LSX!'1: // Replace with your ciphertext

double ciphertext Freq|ALPHABET SIZE] = {0.0};

int shift;

calcuIateLetterFrequency(ciphertext, ciphertextFreq):

printf("Ciphertext: %s\n\n' , ciphertext);

printf("Top had possible plaintexts:\n1', NUM TOP PLAINTEXTS):

for (shift 0: shift < ALPHAB fiT SIZE; shift+•) {

char possible Plaintext|strlen(c iphertext) • 1];

dec rypt Substlt utio n(cip hertext, possibleP1aintext, Shih); double possiblePlaintext Freq|AL PHABET SIZE) = {0.D};

caIcuIateLetterFrepuency(possibIePlaintext, possiblePlaintextFrep):

double score - calculate5core{possible Plaintext Freq):

printf("Shift %d: %s (Sco re: 'a.4f)\n', shaft, possible Plaintext, score),

retu«› 0.

### OUTPUT:

Ciphertext: FALSXY XS LSX!

Top 10 possible plaintexts:

Shift 0: FALSXY XS LSX! (Score: 0.D362)

Shih I: EZKRWX WR KRW! (Score: D.0359)

## Scanned with OKEN Scanner

Shift 2: DYJQVW VQ JQV!(Score. 0.0 110) Shih 3: CXIPUV UP IPU! (Score: 0.0290) Shih 4: BWHOTU TO HOT!(Score 0.0623) Shih 5: AVGNST SN GNS!(Score: 0.0559) St›ih 6: ZUFMRS RM FMR!(Score: 0.0353) Shift 7: YTELQR QL ELQ! (Score: D.0498) Sh‹h g: xsDKPQ PK DKP! (Score: 0.0211) Shik 9: WRCJOF OJ CJOI (Seare: 0.0353) Shift 1 0: VQBINO NI BIN! Score: 0.04 79)

Shift 1: UPAHMN MH AHM! (Score: 0.684)

Shift 12: TOZGLM LG ZGL! (Score: 0.0339) Shih 13: SNYFKL KF YFK I [Score: 0.0273) Shik 14: RMXEJK JE XEJ I (Score. 0.0437) Shift 15: QLWDIJ ID WDI!(Score: 0.0388) Shift 16: PKVCHI HC VCH! (Score: 0.0348) Shit j 7: OJUBGH GB UgG! {SCOfR: 0.027t)

Shift 18: NITAFG FA TAF! (Sco re: 0.0591)

Shift 19: MHSZEF EZ SZE! (Score: O,0561) Shih 20: LGRYDE DY RYD! (Score: 0.0449) Shit 21: KFQXCD CX QXCI [Sco re: 0.0148) Shift 22: JEPWBC BW PWB! |Score: 0.0282) Shift 23: IDOVAB AV OVAI (Score: 0.0502) Shih 24: HCNUZA ZU NUZ! (Sco re: 0.0353) Shih 25: GBMTYZ YT MTY! (Sco re: 0.0377)

1. Write a C program for DES algDrithm for decrypt1on, the 16 keys (K1, K2, c, K16) are used in reverse order. De‘sign a key-generat1on scheme with the appropriate shiR schedu ie for the decrypñon process.

##### PROGRAM:

#incIude <stdio.h>

#### Scanned with OKEN Scanner

#incIude <stdint.h>

iatcconstint(P(| ( 2, 6,3, 1, 4,8, 5,7);

staLc const int IP\_INV(] - ( 4, 1, 3, 5, 7, z, g, 6 ),

stahc const r int64 t KFY = 0x 133457799BBCDFF 1.

sta tic const uin(64 t CIPHERTE XT = 0x0L 23456789ABCDE F; uint64 t permute(uint64 t input, const int •tabIe, int size) (

uint64 t result - 0:

int i;

for (i ß; i < size; i••) {

result | ((input » (64 - tabIe[i|)) & 1) ‹< (size - ) - i);

ret um result;

uint64 t des decrypt(uint64 pt ciphertext, uint64 t key) { uint64 t permuted ciphertext = permute(ci pherte xt, IP, 64); uint64 t decrypted - pe‹muted ciphertext ^ key.

decrypted pern1ute(decrypted, IP INV, 6):

return decrypted,

int main() (

uint64 t decrypted • des decrypt(CIPHERTEXT. KEY):

printf("Ciphertext: 0x%016IIX\n“, CIPHERTEXT);

printf("Decrypted: 0x’t‘‹d16IIX\n", decrypted):

return 0;

OUTPUT:

Ciphertext: 0x0 t 23456789ABCOEF

#### Scanned with OKEN Scanner

Decrypted: 0x8B t02312f531 B66A

1. Write a C program for DES the first 24 bits of each subkey come from the same subset of 28 bits of the initial key and that the second 24 bits of each subkey come from a disjoint subset of 28 bits of the inifial key.

##### PROCRAM:

#incIude <stdio.h>

# inc lude <stdint. h>

stañc const int IP() ( 2, 6, 3, 1, 4, 8, 5, 7 );

static const int PCJ[] { Z, 4, 1, 6, 3, 9, 0, 8, 5, 7 );

stafic const int PC2[] - { 5, 2, 6, 3, 7, 4, 9, 8 );

state const uint64 t KEY - 0xLO00F FFFFFFFFFFF;

uint64 t permute(uint64 t input, const int • table, int size)

uint64 t result 0:

int i:

fo r ( i 0; i < site; i +) (

result I = Il'nput >> |64 - table[i])) & 1) << (size - 1 - i);

return result:

vo id generate subkeys(uint64 t key, uint64 t \*subkeys) (

key = permute(Ley, PC1, 56):

int i;

fo r ( i 0; i « IG. i+ › ) (

uint64 t shifted key (key « i) | (Ley » {Z8 - i));

subkeys(i] - pcrmute(shifted key, PC2, 48);

int main() (

uint64 t subkeys(T 6j;

generate subLeys(KEY, subkeys):

printf{"Generated Subkeys:\n"); for (i 0, i < 16, i+ ‹) (

printf("K%d: 0x‘)6012lIX\n", i 1, subkeys|i]);

return 0,

OUTPUT:

Generated Subkeys:

KI: 0x00FF 5EF5D92A K2: 0x00FF7DFB 7C7F K3: Ox00FF7CED6C7 F K4: 0x00FF 7CFD3CFF KS: 0xfX\FF768DFDF7

## Scanned with OKEN Scanner

K6:0xDOC07B7EF5FF K7: DxO23 F7FDF FDF7 K8. 0x01 FF 7B7FF SFF K9: Ox08FF 6FF F f OFC KI0: 0x20FF SFFFD9GE KI J: 0x82 FF 3DF F7E 7r K12: 0x07C07CFC7C SF K13: OxlB003CFC7C7F KI4: 0x6B3F7CFD7C5F KIS: 0xAgF FFC F57E 3B K16: DAFFF7CF97E7F

1. Write a C program for encrypfion in the cipher block chaining (CBC) mode using an algorithm stronger than DES. 3DES is a good candidste. Both of which follow from the definition of CBC.

###### \\’hlsll C\*l“ tllC I ’€\* \S''utild ¥'utl cllo€JSe:

* 1. For security?

I› For performance?

##### PROGRAM:

from Crypto.Cipher impon DES3

from Crypto.RandOI+› import get fandom bytes

def pall(text, block size):

padding size - block size Ien(text) % block size pa‹1ding - bytes(|pa‹JcIing size| ' padrllng sire) return text • padding

def encrypt 3des cbc(plaintext, key):

iv get random hytes(8) # Init1alizañon vector cipher - DES3.new(key, DES3.MODE CBC, iv) ciphertext = cipher.encrypt(pad(plaintext, 8)) ret urn iv • ciphertext

def decrypt 3des cbc(ciphertext, key):

iv c iphertext(:8|

ciphertext ciphertext|8:]

cipher — DES3.new(key, DES3.MODE CBC, iv) decrypted cipher.decrypt(ciphertext) padding size decrypted[-1]

return decrypted[: padding size]

def main():

key - get randDm bytes(24) # 3DES requires a 24-byte key

plaintext = "Hello, this is a test message."

## Scanned with OKEN Scanner

plaintext — plaintext.encode('utf-8'

enc rypted = encrypt 3des cbc(plaintext. key)

decrypted = decrypt 3des cbc(encrypted, key).decode('utf 8’)

print("Plaintext:", plaintext)

print("E ncrypted:", encrypted. hex())

print("Decrypte‹J‘.", ‹Jec rypted)

![](data:image/png;base64,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)

main()

OUTPUT:

plaintext: ’hello this is a text message1

Encrypted:

cd10cc23488298D42dd971953c 54f2e5c2of4cd34d4zigzds72348 16244 1 fdd718745aI4d4a25397

Decrypted:'hello this iS a text message

1. Write a C program for ECB mode, if there is an error in a block of the transmihed ciphertext, only the corresponding plaintext block is affected. However, in the CBC mode, this error propagates. For example, an error in the transmitted C1 obviously corrupts P1 and P2.

.‹ Are any blocks beyond P2 affected?

I› Suppose that there is a bit error in the source version of P1. Through how many ciphertext blocks is this error propagated? What is the eflect at the receiver 7

### PROGRAM:

#inc lude <stdio.h> Pinc lude <string.h>

void eneryp\BIocL{char plaintext, char "ciphertext) strcpy(ciphertext, plaintext),

void decryptBIock(char \*ciphertext, char \*plaintext)

strcpy(plaintext, ciphertext);

void simuIateTransmittedCiphertextError(char ’ciphertext, int blocklndex)

ciphertext[blockIndex) ^= 0xOt;

int main()
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